Generating Wayang Beber of Pacitan Character’s Outline Using Renderman Interface

Abstract
Wayang is a traditional medium for storytelling in Indonesia. Wayang isn’t popular today. The Digital technology gives opportunities to develop new types of wayang which could be interesting to the new generation. Our research attempts to develop a new form of wayang using 3D computer graphics animation technology. We want to make a CG animated wayang based on the visual form of wayang beber especially wayang beber of Pacitan.

Wayang beber is a distinct type of wayang. Unlike the other types of wayang, wayang beber is not a puppet, but a sequence of picture drawn on several scrolls. Wayang beber is known as the oldest type of wayang. One of the wayang beber types is wayang beber of Pacitan.

Wayang beber of Pacitan especially the character figure has a unique visual form. It is a flat 2-dimensional graphic with limited colors but rich with ornamental details. We use a non-photorealistic rendering technique to simulate the wayang beber of Pacitan visual features on a 3D CG model. One of the important wayang beber of Pacitan visual features is the outline. The wayang beber of Pacitan outline has some incorrectness qualities, such as a variation of thickness and wiggliness. These qualities are typical characteristics of a human drawing. The first step of our research is generating an outline of a 3D CG figure that has these incorrect qualities. In this paper we explain the development of the shader for generating the desired outline qualities that could work in the Renderman interface. We developed a shader algorithm that can displace an object’s surface point with the gradual and random distance. This algorithm can be used to generate an outline with a variation of thickness and wiggliness.
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1. Introduction
Wayang is a traditional medium of storytelling from Indonesia. According to Hazeu [1], wayang originated from the pre-historic era of Java in Indonesia. Wayang evolved for many centuries as a tool for religious ceremonies, affected by Hindu and Islamic culture.

Wayang was very popular in Indonesia, particularly in Java. This was realized by the wali, Islamic leader of Java in the 16th century. They used wayang to disseminate Islamic religion in Java [2]. The popularity of wayang also can be seen in the late 18th century; in this era many Javanese traditional illustrations were influenced by the wayang visual style [3].

The popularity of wayang is decreasing today and several types of wayang are rarely performed. Some of them even can no longer be seen. The younger generation seems uninterested in the old form of wayang. Digital technology gives opportunities to develop new types of wayang which is more interesting to this younger generation.

Our research attempts to develop a new version of wayang using 3D computer graphics animation technology. We want to make a CG animated wayang based on the visual form of wayang beber especially wayang beber of Pacitan.

Wayang beber is one type of wayang. It is a sequence of pictures drawn on several scrolls. One type of wayang beber that remains today is wayang beber of Pacitan[4]. Wayang beber of Pacitan tells the story of Jaka Kembang Kuning, so it is also known as wayang beber Jaka Kembang Kuning (see Fig. 1).

We choose to develop wayang beber because it is the origins of animation. As we know, the sequential drawing of human or animal figures such as wayang beber has been considered as the origins of animation [5]. Wayang beber of Pacitan especially the characters also has a unique visual form. It is a flat 2-dimensional graphic with limited colors but rich with ornamental details. Compare to modern pictures, wayang beber of Pacitan has a distinct way of depicting human figure.

Figure1. Part of a fifth wayang beber of Pacitan scroll
We use 3D CG technology because of several advantages, such as free inbetweening, free perspective, unlimited revisions, and an economy of scale [6]. Nowadays, the 3-dimensional computer graphic animation technology is commonly used to produce 2-dimensional graphics using a process called non-photorealistic rendering. This process needs several steps. This paper is only focusing on the first step: render the outline of the 3D computer graphic figure. We rendered the image using Renderman, an Application Programming Interface designed by Pixar studios for animation production. In this paper we explain the development of the shader for generating the wayang beber of Pacitan outline on the 3D CG figures that can be worked in the Renderman interface.

2. The Features of Wayang Beber of Pacitan Outline

According to Curtis, the most important thing in non-photorealistic rendering is defining the art direction. The art direction is the mental image of what the finished product should look like, down to the tiniest detail [6]. To define the art direction, we needed a good reference image. We used a replica of the wayang beber of Pacitan painting as the reference image. This replica is made by a modern artist, a member of the wayang beber metropolitan community in Jakarta, Indonesia (see Fig.2).

We used the replica because the original wayang beber of Pacitan painting is difficult to access. The original painting is believed as a sacred thing by the local community. It can only be seen in a certain occasion. We have access to a representative copy of wayang beber of Pacitan painting, as can be seen in figure 1. This copy is made by royal painter by the order of the King of Mangkunegaran in 1939. This painting is kept in Mangkunegaran Palace, Surakarta city, Indonesia. However the condition of the painting is not good, so we needed to look for another painting as a reference image.

We found a replica of the wayang beber of Pacitan painting made by a member of wayang beber metropolitan community. The quality of the painting is very good and imitates the original painting very well. Therefore we used this painting as a reference image.

Figure 2. The replica of the wayang beber of Pacitan painting [7].

We examined the reference image using a theory by Professor Primadi Tabrani from Bandung Institute of Technology (ITB), Indonesia [4]. Professor Primadi Tabrani studied several Indonesian traditional pictures including the wayang beber of Pacitan and then developed a theory called visual language. This theory described the traditional picture as visual language; the picture doesn’t only represent an object but is also used to communicate a message or story. The most important concepts in visual language theory are the image and the visual grammar. The image is the smallest unit in visual language; it is equal with words in verbal language. The visual grammar is certain rules to form, organize, or arrange the image in order to be able to communicate the message.

Since this research focused on the wayang beber of Pacitan character figure, we only needed to understand the image. In visual language theory the image consists of the image content and the image way. The image content is the object which is depicted by the image, and the image way is the way to draw the image. For example, we took a look at the reference image of Gandarepa (see Fig.3). The image content of this image is the character of Gandarepa, one of the protagonist characters in the wayang beber of Pacitan story. The image way of this image is the way to draw the character of Gandarepa.

Professor Primadi Tabrani discovered many ways to draw the image in traditional pictures. He classified the ways into four types: the drawing size, the drawing angle, scale and the drawing technique. In this paper we focus on the drawing technique.

Figure 3. The image of Gandarepa character

The drawing technique is a way to draw the image using the visual elements, such as line, color, and shape. According to Primadi Tabrani, the Gandarepa image in wayang beber Pacitan is drawn using a drawing technique called “blabar” [4]. Blabar is the way to draw the image by using lines to form the shape. This drawing technique uses limited colors.

In another literature, we found that wayang beber of Pacitan is made using Javanese traditional painting technique called “sungging” [8]. The complete explanations of sungging painting technique can be found in the paper by Ahmadi [9], Purbasari [10], and the book by Sukir, written in 1980[11]. Basically, this sungging technique has similarities with the blabar technique which is explained by Primadi Tabrani. Purbasari[10] in her paper said that the sungging technique begins by coloring the figure, and is followed by adding the outline on the image. The outline is used to form and fix the image shape.
The sungging technique has certain rules to make the painting. These rules cause distinct qualities of lines, colors, and patterns; we described them as visual features of wayang beber of Pacitan. We need to simulate all of the visual features in computer graphics to create a wayang beber of Pacitan animated film. However, in this paper we focus on the outline features. The complete explanation about the other features can be seen in [12].

The outline of the wayang beber character image has three important features. Firstly, the outline is relatively thick. There is no literature explaining how thick the outline should be made. However the outline should be thick enough so it can be seen clearly from a distance. The thick outline has a function to emphasize the character shape, and to separate it from the background.

Secondly, the outline has a variation of thicknesses (see Fig.4.). The outline thickness, usually called the line width, is not uniform. The artist paints the outline by hand. During the painting process the pressure by the artist’s hand on the brush may change, and as a result the line width is changed (see Fig.5a). Thomas Strohotte and Stefan Schlechtweg described this as the incorrectness qualities of human drawing [13].

The third feature is wiggliness. Wiggliness is some irregularities that occurred on the outline shape (see Fig.4.). This is also one of the incorrectness qualities of human drawing. The lines drawn by a human artist are never completely straight, especially if the artist doesn’t use any aids, such as a ruler. The lines are more or less wiggly (see Fig.5b). The wiggliness is caused by a small irregular movement of the artist’s hand when he or she is drawing the image; the wiggliness also can be caused by the paper structure [13].

We intended to generate the wayang beber character using 3D CG. In contrast with a human drawing, 3D CG generate perfectly smooth and straight lines with a uniform thickness, as we see in the works of Hajagos [14], De Wolf [15], and Apocada [16]. Therefore we need a new algorithm to generate a line with incorrectness qualities as we see in wayang beber of Pacitan.

3. Related Works
This research tried to develop a shader that could generate the wayang beber of Pacitan outline in a 3D CG model and worked on Renderman interface. The reasons why we use the Renderman are: it can produce a high quality image, it has great programmability (great amount of control) and it is designed for animation.

There are two shaders in the Renderman interface that can be used to generate an outline. The first is cel shaders, developed by Apocada and Gritz [16], and the second one is ID outline shader, developed by Ivan De Wolf [15]. However these two shaders don’t fit our purpose. Although they can generate a variation of thickness, the Apocada and Gritz’s shader sometimes produces an undesired dark area on the rendered image (see Fig.6a). Meanwhile, Ivan De Wolf’s ID outline shader can produce a good and clean image, but it doesn’t generate any variation of thickness and wiggliness (see Fig.6b). Therefore we need a new shader to generate the outline.

The important concept for creating an outline in a 3D CG object is the silhouette edges. The outline is created by finding and displaying the silhouette edge. One of the methods to do this is two-pass rendering. This method was used by Gooch [17] and Raskar [18].

The two-pass rendering method works in the image space. This method uses a two layer set of polygons; the first layer is a layer of front-facing polygons and the second layer behind is a layer of back-facing-polygons. Back-facing polygons are rendered first, and then the front-facing polygons are rendered on top. The intersection of these two layers in the image space creates silhouette edges. Raskar and Cohen increased the area of the intersection by pulling the back-facing polygons slightly forward towards the camera [18]. This method is easy to
implement. The time to write and debug the code was very short, the visual quality was good, the speed was fast, and the method scaled well.

We are interested in Raskar and Cohen’s method to render silhouette and are looking forward to doing a similar approach that can be applied in the Renderman interface. As we found, Ivan De Wolf’s ID outline shader has quite a similar algorithm to Raskar and Cohen’s. However, instead of using two layers of images in the image space, De Wolf’s algorithm used two objects in the object space. Ivan De Wolf’s algorithm used two identical objects; one of the objects was scaled and rendered as the outline. This shader can produce a thick outline on the 3D graphic figure. However, it still can’t resemble the incorrectness qualities of a human drawing. We create a new shader based on the algorithm of the ID outline shader. Our new algorithm was implemented in Renderman Shader Language (RSL) to develop a new outline shader for Renderman.

4. Generating The Wayang Beber of Pacitan Character’s Outline

To generate the outline, firstly, we duplicated the object, and then we labeled them as object A and B. A became the outline and B became the fill. Our approach had some similarities with Raskar and Cohen’s two-pass method [18]. However, instead of rendering two layers of images, our approach rendered two identical object in object space. Next we will explain the process, beginning with the fill.

The fill consists of one solid color, and has a wiggly shape. We rendered the fill (object B) using a shader with the following algorithm.

**Creating the random wiggliness**

1. Input s and t; the texture coordinate.
2. Input W; the frequency of wiggliness.
3. Scale the s and t by multiplying them with W.
4. Apply Perlin noise function to scaled result of S and T to get a random number (H).
5. Input K; the amplitude of the wiggliness.
6. Scale H by multiplying it by K.
7. Calculate Nn by normalizing the surface normal.
8. Randomly displace the surface point P in the direction of its normal.

\[ \tilde{P} = \tilde{P} - \tilde{N}n \times H \times K \]

**Shade the fill color**

9. Input Cs; the fill color.
10. Input Os; the fill opacity.
11. Compute the CI output color.

\[ CI = Cs \times Os \]

Then we rendered the outline (object A) using a shader with the following algorithm.

**Displace the surface**

1. Input width.
2. Calculate Nn by normalizing the surface normal.
3. Add the new vector V.
4. Compute D; the dot product between normalized V and Nn.
5. Input MinWidth; the minimum width value of the line.
6. Compute S; the parameter to create a displacement ramp

\[ S = (1 - D) + D \times \text{MinWidth} \]

7. Displace the surface point P in the direction of its normal.

\[ \tilde{P}' = \tilde{P} + \tilde{N}n \times (\text{width} + \text{width} \times S) \]

**Creating the random wiggliness**

8. Input s and t; the texture coordinate.
9. Input W; the frequency of wiggliness.
10. Scale the s and t by multiplying them with W.
11. Apply Perlin noise function to scaled result of S and T to get a random number (H).
12. Input K; amplitude of the wiggliness.
13. Scale H by multiplying it by K.
14. Randomly displace the surface point P in the direction of its normal.

\[ \tilde{P}' = \tilde{P} - \tilde{N}n \times H \times K \]

**Shade the outline**

15. Detecting silhouette edges by computing D1, the dot product between Nn and normalized I; the viewing direction vector.
16. If D1 > 0, then set the output opacity to 0.
17. Input Os; the fill opacity.
18. Set the output color.

\[ CI = Cs; \]

We wrote our algorithm based on the ID outline algorithm [14]. To explain our algorithm first we will explain about the ID outline algorithm.

4.1. ID Outline Algorithm

In the ID outline algorithm, the surface of A is displaced by moving the surface point in the direction that is parallel to its normal. Normal is a vector that describes the surface orientation. The surface normal can have varying length, so it must be normalized to ensure its length doesn’t affect the displacement.

In the displacement process, the surface point is moved with a distance that is equal to the value that is defined as line width. The process described in the following equation:

\[ \tilde{P}' = \tilde{P} + \tilde{N}n \times \text{width} \]  

Where \( \tilde{P}' \) is the new surface point, \( \tilde{P} \) is the old surface point, \( \tilde{N}n \) is the normalized normal, and the width is the displacement distance.

After displacement, the displaced object (object A) will be bigger than the other object (object B). Since the position coordinate of the two objects are exactly the same, object B will be placed inside object A, so object B will be invisible (see Fig 7).

To make object B visible, the front facing polygons of object A must be invisible.

The orientation of the object A polygon can be detected by computing the dot product between its surface normal and the viewing direction vector [19]. This process is described in

\[ \tilde{N}n \cdot \tilde{In} = |\tilde{N}n| |\tilde{In}| \cos (\theta) \]

Where \( \tilde{N}n \) is the normalized normal, \( \tilde{In} \) is the normalized viewing direction vector, and \( \theta \) is the angle between two
If the dot product is positive then the polygon is back facing, otherwise if the dot product is negative then the polygon is front facing. 

After the polygon orientation is known then the opacity of the polygon can be set. The back-facing polygon opacity was set as 1, so it was visible, and the front-facing polygon opacity was set as 0, so it was invisible. As a result the object B that is placed inside object A was visible. The viewer will see the object A’s back-facing polygon as the object’s outline (see Fig. 8).

As a result object A was displaced gradually and we got the variation of line thickness (see Fig. 10).

4.2. Creating Variations of Line Thickness

The ID outline shader generate a smooth outline with a constant thickness, but the outline in the Wayang Beber of Pacitan character has a variation of thickness and wiggliness. We modified the IDoutline shader to produce these qualities. To produce a variation of thickness, every surface point in object A should not move in the same distance. We created a displacement ramp based on the surface point position. Using a displacement ramp the distance of surface point displacement could be changed gradually.

To create a displacement ramp, we added a new vector as the parameter. The direction of the new vector can be various. We can define the x and y coordinate, but the z coordinate must be 0. In this paper we added a vector that pointed downward, perpendicular with the x axis, as seen in Fig. 9.

Then we computed the dot product between the normalized new vector ($\hat{V}_n$) and the normalized surface normal ($\hat{N}_n$) as in

$$D = \hat{V}_n \cdot \hat{N}_n$$

(3)

Where D is the dot product between the normalized new vector ($\hat{V}_n$) and the normalized surface normal ($\hat{N}_n$). $\hat{V}_n$ is the normalized new vector, and $\hat{N}_n$ is the normalized normal.

If the normalized new vector ($\hat{V}_n$) and the normalized surface normal ($\hat{N}_n$) are perpendicular, the dot product will be 0 and if they are parallel the dot product will be 1.

The new parameter to create the displacement ramp was obtained using the following equation:

$$S = (1-D) + D \times 0.1$$

(4)

Where S is the new parameter to create the displacement ramp.

Then the displacement ramp was created using the following equation:

$$\hat{P} = \hat{P} + \hat{N}_n \times (\text{width} \times (\text{width} \times S))$$

(5)

Where $\hat{P}$ is the new surface point, $\hat{P}$ is the current surface point, $\hat{N}_n$ is the normalized normal and the width is the displacement distance.

As a result object A displaced gradually and we got the variation of line thickness (see Fig. 10).

4.3. Creating Wiggliness

When the artist paints the wayang beber of Pacitan, a small irregular movement of his hand causes the outline to be more or less wiggly. We displaced the surface point once more using a random number to resemble this wiggliness.

We generated the random number using the Perlin noise function. This noise function generates values which can be used to create randomness on a surface [20]. The noise function can take a varying number of parameters, and return a range of types. The values returned are guaranteed to be between 0 and 1. Nevertheless, in practice the output values are generally in the range of 0.27 to 0.7.
We applied the Perlin noise function to the texture (s and t) coordinates. The default values of s and t generated a low noise frequency. Therefore we scaled the values by multiplying them with a new parameter called W. Then to control the amplitude of the noise, we scaled the noise function output by multiplying it with a new parameter called K. Each surface point was displaced by the output of this noise function. As a result we achieved a wiggly outline (see Fig.11).

5. Discussion
The algorithm of our shader can generate the wayang beber of Pacitan outline. This shader simulates the incorrectness qualities of a human drawing. We added some parameters to control several attributes of the outline, such as the thickness, the variation of thickness, and the wiggliness.

We rendered the object several times using different thickness values to get the good result. A comparison of the rendering result with different thickness values can be seen in Fig.12. The Fig 12a was obtained by thickness value of 0.3; the Fig.12b was obtained by thickness value of 0.1; and the Fig 12c was obtained by thickness value of 0.05. The desired result is Fig.12b.

We also did an experiment using different values of wigglimess. The compared results can be seen in Fig.14.
Fig. 14. Comparison of rendering result using different wiggliness parameter

Fig. 14a was obtained by the wiggliness value of 0. Fig. 14b was obtained by the wiggliness value of 0.6. Fig. 14c was obtained by the wiggliness value of 1. Fig. 14d obtained by the wiggliness value of 1.5. The best result is Fig. 12b. The comparison of our desired rendering result and the reference image can be seen in Fig. 15.

We compared the rendering result of our shader with the result from another shader that was also developed using Renderman. The comparison can be seen in Fig. 16.

The shader developed by Anthony Apocada and Larry Gritz (Fig. 16a) generates an outline with a variation of thickness. However, it also produced an unwanted shadow or dark area in the high curved edge. The contrast between the thick part and the thin part of the line is also difficult to control. The shader developed by Ivan De Wolf (Fig. 16b) generates a smooth thick outline. The rendering result is good, but not suitable for our purpose. Our shader (Fig. 16c) tries to solve this problem. Our shader generates a relatively thick line with a variation of thickness and wiggliness which are suitable for our purpose.

Another comparison between the rendering result of these three shader can be seen in Fig. 17.

6. Conclusion

The final goal of our research is to make CG animated wayang based on the visual form of wayang beber of Pacitan characters. This paper is the first step of the process. In this paper, we explained two things: first, the wayang beber of Pacitan outline features, and second, our algorithm to develop the outline shader.

Wayang beber of Pacitan is drawn by a drawing technique called “blabar”. This technique created typical outline attributes, such as:
- thick
- variation of thickness.
- wiggliness.

These three attributes can be identified as incorrectness qualities of human drawing. To simulate these qualities we developed our shader algorithm based on Ivan De Wolf’s ID outline algorithm. We used a displacement ramp function to get the parameter to displace the surface point gradually. As a result we got a variation of line thickness. We displaced the surface point using a random number that was obtained by applying the Perlin noise function to the texture (s and t) coordinate. As a result we got a wiggly outline.

Our algorithm was implemented in the Renderman shading language (RSL). However there are some limitations in this algorithm. First, our algorithms produce a good result for rendering a curved object, but some problems occur when
rendering an object with sharp edges. Second, our algorithm can easily control the outline attribute such as line width, variations of thickness, and wiggliness. However it is difficult to create a good balance between the object size and the outline attributes. We control the attributes parameter using an arbitrary number, but sometimes the resulting outline can be too thick or thin

7. Future Works

There are still many things to do to reach our goal. Our outline shader algorithm also has some limitation. It needs more improvement in the future.

There are several features of the wayang beber of Pacitan visual form that haven’t been explained in this paper, such as the detail lines, colors, patterns, and textures. The next research should be able to explore all of these features, and develop algorithms to generate them using CG technology.

Rendering is just one stage of CG animation production. The animation process itself has its own problem. We intend to translate a 2D picture into 3D graphic animation. Our work has some similarities with Chan and Chen’s [21]. Using the computer medium, we add a third dimension to the world of wayang beber of Pacitan paintings, which until now have traditionally been restricted to two dimensions. This is a new visual aesthetic different from the original one. Certainly, some problem will occur related to the shape deformations. Some 2D images have a distorted shape that will be difficult to simulate in 3D CG animation from a certain angle. We have found an approach to solve the problem using an algorithm to create a view-dependent model [22]. The view-dependent model is 3D CG models that will deform the shape depending on the viewer’s current position. However, this may need more specific research.
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